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Once upon a time, debugging a web 
page involved inserting copious 
amounts of alerts into our JavaScript, 

hitting refresh, and then hammering every 
alert box OK button until we found the 
information we wanted. Thankfully, over the 
years, debugging a website has got easier, 
with the main browsers making specialist, 
built-in tools available to developers.

Browser developer tools allow us to inspect, 
edit, debug, log and profile our HTML, CSS and 
JavaScript, and include an exhaustive range of 
features and functionality to aid us in these 
tasks. You can improve your development 
workflow by getting to know how these tools 
work in every browser. Below are 20 tips, split 
into three categories (beginner, intermediate 
and advanced) to help you get started. 

For beginners
01 Log multiple console values 

in different formats
If we use string concatenation in our logs 
when debugging objects and arrays, the 
console will return the string value of an 
object. Instead, log multiple values from 
console.log by supplying multiple arguments: 

 console.log('Object output: ' + myObject);  
 // returns Object output: [object Object]   
 console.log('Object output:', myObject);   
 // returns Object output: Object {key: "value",           
 key2: "value"}    

As well as the standard log, there are other 
types of logging available, which can help you 
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to distinguish between the different types of 
console information:

 console.log('Captain\'s Log 1', new Date());  
 console.info('Ammo supplies moderate');                      
 console.debug('Shield\'s are up');  
 console.warn('Unidentified craft approaching'); 
 console.error('Fire in the cargo bay');  

You can preserve logs between pages in 
Chrome and Opera 15 by right-clicking on the 
console output and selecting Preserve Log Upon 
Navigation. In Internet Explorer (IE), this option is 
available in the Tools menu bar, under Clear 
Entries On Navigate. 

In Firebug (http://getfirebug.com), the Persist 
option above the console will keep the console 
history. Currently, Firefox preserves console logs 
by default. In a future version, this option will be 
in the Settings menu.

02 Use the console in any panel
You can run an instance of the console from 

any of the other panels in Chrome, IE11, Opera 15 
and Safari.In Chrome and Opera 15, press the Esc 
key. In IE11, the keyboard shortcut is Ctrl + '. Safari 
has a small console prompt available below the 
main panel by default.

Combining the console alongside tabs such as 
the DOM Inspector and Scripts panel can provide 
a very powerful way to inspect what’s happening 
within your DOM and scripts.

03 View your site as responsive
There are various options available  

for testing responsive pages in the  

Inside every browser are tools to aid developers. Andi Smith shares 
his tricks and secrets for optimising your development workflow
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browser in addition to the traditional 
method of simply resizing the browser.

In Chrome, Firefox, Opera 15 and Safari 6.1, 
docking the tools to the right enables users to 
achieve finer control over resizing their content, 
while also facilitating full use of the tools.

In Chrome and Opera 15, the option to dock 
to right is found to the bottom left of the tools: 
clicking and holding the Dock button will enable 

you to select between three docking options. In 
Firefox, the Dock To Right button is in the top-left 
of the toolbar, next to the Close button; in Safari 
6.1, it’s located in the top right-hand corner and is 
only available once you’ve undocked the tools.

Chrome, Firefox, IE11 and Opera 15 also 
include dedicated responsive modes, which can 
be used to set the browser window to a defined 
width and height. This has the advantage of 
displaying how much content will be shown in 
the default viewport area.

In Chrome and Opera 15 developer tools, open 
the Settings menu (the cog found in the bottom 
right) and select the Overrides tab. In this tab is 

Responsive mode Chrome, Firefox, IE11 and Opera 15 all offer dedicated responsive modes

Console tip Get to know the different types of logging Use the console anywhere Open a console in any panel 

Browser developer tools provide a powerful 
platform for examining our web pages. 
Here’s a quick rundown of how to do so:

Accessing the browser dev tools 
Each browser provides a menu shortcut for 
accessing the developer tools, plus keyboard 
shortcuts. In most browsers, you can access 
the developer tools by pressing F12 or Ctrl, 
Shift and I on Windows and Linux or Cmd, 
Opt and I on Mac.

In all browsers (except IE) you can also 
open the tools by right clicking on the page 
and selecting Inspect Element. The tools will 
automatically highlight the element you have 
selected on the page. In Safari, enable the 
developer tools first. Do this by checking the 
option in Preferences > Advanced > Show 
Develop Menu in menu bar.

Base functionality
All browsers have similar base functionality:

O��Console: displays logs, warning and errors; 
a JavaScript console writes scripts to 
interact with our page.

O� Elements/Inspector/HTML: shows the 
browser’s interpretation of the HTML code 
of current pages. Nodes and attributes on 
the pages can then be easily manipulated 
directly from this DOM inspector for real-
time editing.

O��Styles: lists all styles from our stylesheet 
applied to the element currently selected. 
Also contains a ‘computed’ view showing 
all the styles the browser is applying to our 
element, and a box model view of the 
element showing margin, border, padding, 
width and height. The CSS Styles panel also 
allows for real-time editing.

O��Script/Sources/Debugger: a script tab for 
viewing and debugging JavaScript running 
on our page. We can set breakpoints in 
our code and step through line by line to 
check it is functioning as expected.

O��Profiler: this captures and analyses   
JavaScript performance. 

O��Network: a traffic timeline for viewing   
resources loaded on to the page. These   
are listed with HTTP status, file size,   
header information and response times.

Using the browser dev tools

an option called Device metrics that allows us to 
specify our own width and height. Alternatively, 
if you tick the User Agent option and select a 
device, it will automatically fill in the correct 
dimensions. You can then untick the User Agent 
option if you don’t require it. In Firefox, the 
Responsive Design Mode is the top-right icon in 
the menu. Choosing this option presents a smaller 
viewport with a drop-down to choose different 

device dimensions. In IE11, this mode can be 
found in the Emulation tab.

04 View available CSS properties
In Chrome, IE11, Opera 15 and Safari, you 

can view the available CSS properties on an 
attribute by pressing Ctrl and Space when the CSS 
attribute field is blank.

05 Reference DOM elements from 
the console

While working in the console, we may need to 
reference an element from the DOM. There are 
various shortcuts to select elements quickly.

 There are various options available for  
 testing responsive pages in the browser,  
 in addition to simply resizing it 
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We can retrieve a single element by using $. 
For example, if our element had an ID of 
magazine, we would type $('#magazine'). If it 
had a class of latest, we would type $('.latest');.

Here, $ is shorthand for document.
querySelector. Therefore, it only returns the first 
match rather than an array of matches as in 
JavaScript libraries such as jQuery. If the $ variable 
is already in use, then this functionality is 
overridden by the library using it.

In some older browser developer tools and in 
IE11, $ will retrieve an ID, while $$ is used to 
retrieve a class. In these cases, the hash or dot 
are not required. For example:

 $('magazine'); 
 $$('latest'); 

Tools that have the newer functionality will 
warn you if you use the old syntax.

06 Reference the current  
or previously selected  

DOM element
If you have an element currently selected in 
your DOM, you can use the reference $0 to call 
it within your code. For example, to see the 
current element’s inner HTML, you would type 
the following: $0.innerHTML.

In Chrome, Firebug 1.12, IE11, Opera and 
Safari, you can retrieve elements you have 
previously highlighted by using $1 - $4. In 
Firebug, you can use $n(2) - $n(5).

07 Set conditional breakpoints
Rather than hitting a breakpoint whenever 

we reach a line of code, we can set a breakpoint 
to trigger based on whether a particular 
expression is true.

We can create a conditional breakpoint within 
our script panel by creating a normal breakpoint, 
right-clicking and selecting Edit, Condition... or 
Add conditional breakpoint (depending on the 
browser). This can be especially useful for 
breakpoints set within loops. For instance, by 

Pretty print Look for {} icon to un-minify JavaScript code 

Tabular logging Use console.table to log arrays or objects

adding a conditional expression of i = 10, we’ll hit 
the breakpoint only when this expression is true.

08 Debug minified code
Placing breakpoints on JavaScript makes 

debugging much easier, but if your code has 
already made it to production then it may have 
already been minified. How can you debug 
minified code? Helpfully, some of the browsers 
have an option to un-minify your JavaScript.

In Chrome and Opera 15, simply select the 
Sources tab, find the relevant script file and then 
press the { } (Pretty Print) icon that’s located 
within the bottom panel. 

In IE, click the tool icon by the script selection 
drop-down to find the option to format the 
JavaScript. Older versions of Opera and Safari 6.1 
will automatically un-minify your code.

Intermediate level
09 Use logging based on 

expressions
We can use console.assert() to provide 
conditional logging on our pages. Assert works 

Frequent release cycles mean we receive new 
versions of our browsers regularly, which means 
we also receive frequent updates to our 
developer tools.

O��Chrome developer tools have had the fullest 
feature set for some time now. Each new 
release tends to add more new and exciting 
features such as workflows, snippets, canvas 
inspection and source-mapping support.

O��Firebug was once the preferred choice for 
browser tooling, but it has recently fallen 
behind. Firebug updates are still frequent – 
often every two or three weeks – but they 
tend to be incremental changes rather than 
the larger feature changes of other browsers.

O��Firefox has had its own developer toolbar for 
some time now. As a late arrival on the scene, 
it’s taken a while for Mozilla’s Firefox to catch 
up with its competitors. However, significant 
updates have been provided with each of the 
new releases.

O��Internet Explorer developer tools have been at 
risk of stagnation between recent releases, 
with very little changing between IE9 and 
IE10. However, the tools have been given an 
overhaul for IE11 with a refreshed display and 
many new features. (Also see ‘New IE11 dev 
tools’ on page 38 for some more information 
on new features).

O��Opera developer tools (known as Dragonfly) 
have always been very competent at 
debugging websites – but with the release 
of Opera 15 and the move to Blink, these 
tools are now identical to Chrome’s. It’s likely, 
though, that Dragonfly will return in one form 
or another in a later version.

O��Safari revamped its developer tools with the 
release of Safari 6. But a combination of the UI 
overhaul and the change of most options to 
icons made it difficult for developers to 
understand. The latest Safari 6.1 beta, 
however, shows great strides are being made 
to create a much clearer interface.

Current state of browser developer tools

by evaluating an expression, before logging a 
console message if the evaluated expression is 
false. If the expression is true on the other hand, 
no message is logged.

For example:

 var i = 11; 
 console.assert(i < 10, ‘Unexpected value for i: ‘ +   
 i); 
 // returns Assertion failed: Unexpected value for   
 i: 11 

At the time of writing, assert is supported in 
all browser developer tools (including Firebug) 
except Firefox Developer Tools.

10 List the properties of an object
Using console.dir(obj) produces a list of 

properties available on an object. The properties 
are interactive; they can be altered on the fly. This 
feature is especially useful with DOM objects (for 
example, document), as traditional console log 
commands show the HTML output rather 
than a list of object properties. 

Catching up The dev tools in Firefox receive regular updates and are catching up to the tools in other browsers
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11 Profile JavaScript from  
the console

We can profile parts of our JavaScript to find 
performance bottlenecks directly from the console 
via two different approaches.

By using console.time, we can perform a quick 
analysis of the time taken to run our code, while 
console.profile provides a greater breakdown by 
showing how long it took the individual functions 
to run.

To use the timer, we need to provide a label as 
a parameter to console.time. The label allows us 
to run multiple timers concurrently:

 console.time('timer 1'); 

To end the timer, we provide the same label to 
console.timeEnd:

 console.timeEnd('timer 1'); 

At this point, the console will log the number 
of milliseconds the timer had been running for.

console.profile works in the same way, with a 
corresponding console.profileEnd method. 
However, the report produced after running it is 
much more detailed. Depending on the browser 
developer tool, the profile will either be logged 
out to the console or, in the case of Chrome and 
Opera 15, to the Profiles tab.

12 Log data in a table
If the data we are logging to the console is 

a multidimensional array, or an object, we can use 
console.table in Chrome, Firebug and Opera 15 to 
output the data into a table we can sort. 

To log a multidimensional array as a table:

 var five = [["Julian", 12], ["Dick", 11], ["Georgina",   
 11], ["Anne", 10], ["Timmy", "Unknown"]]; 
 console.table(five); 

Logging an object as a table works in the same 
way, except that property names can be used for 
column and row names. Alternatively, we can add 
a second argument to specify which columns to 
output. For example, see the following:

IE11, available for Windows 7 and 8.x, offers 
a new set of developer tools. 

Some of the new features in the transition 
from IE10 to IE11 include:

New DOM Inspector/style features:
O��Improved highlighting of selected elements: 

elements selected in the DOM Inspector now 
have a blue overlay.

O��New breadcrumb navigation shows the DOM 
path to the current element, allowing rapid 
navigation up and down the path hierarchy.

O��You can now change the order of DOM 
elements by dragging and dropping.

O��Trace is a new feature that provides a concise 
summary list of all the properties applied from 
your stylesheets.

O��The ability to filter computed styles.

O��A new Events panel that allows us to inspect 
events attached to DOM elements.

New console features:
O��The window.console object is now defined 

even when developer tools are closed.
O��Console can now be opened from any pane: 

IE11 uses the keyboard shortcut Ctrl + '.
O��Support for $ as a shortcut for getElementById 

and $$ as a shortcut for querySelector.
O��Objects within console can be inspected.
O��Support for console.count, console.group, 

console.trace and console.time.

New scripting/debugging features:
O��The whole journey for debugging in IE has 

been improved. The Start Debugging button 
has been removed. 

O��Hover over variables to see values.
O��Break on exceptions.
O��You can Set next statement to ensure your 

debugger does not skip code wrapped in 
library functions.

O��Run a script to see where the cursor is.
O��Open multiple scripts simultaneously.

New performance tool:
O��Called the UI Responsiveness Tool.
O��It has a Timeline mode, similar to Chrome’s.
O��Shows a graph for actual frames per second 

(fps) against 60fps and 30fps.

New emulation features:
O��Emulate for responsive web design.
O��Emulate for Windows Phone.
O��Fake device location via geolocation. 

New IE 11 dev tools

 var devtools = {"chrome": { "creator": "Google",   
  "version": 28 }, "firefox": { "creator": "Mozilla",   
  "version": 22 }, "internet-explorer": { "creator":   
  "Microsoft", "version": 11,"plugins":"Silverlight"      
  }}; 
 console.table(devtools, ['creator','version']); 

If a property is missing from an object, the table 
will display undefined for this table cell.

13 Run snippets of code
Sometimes when debugging we want to run 

the same snippet of code continuously against 
our page; at other times it would be handy to 
include a saved snippet to help us debug our 
code. We can run any JavaScript code from the 
console already, but both Chrome, Opera 15 and 
Firefox also enable us to save these snippets so 
that we can use them again and again.

You can find Snippets in the Sources tab of 
Chrome and Opera 15 dev tools, in the left-side 
menu after Sources and Content Scripts. Here you 
can create new snippets and run previously 
created snippets, provided as a list accessible by 

all your sites. In Firefox you’ll need to use 
Scratchpad (https://blog.mozilla.org/
devtools/2011/08/15/introducing-scratchpad), 
which allows us to load, save and run JavaScript 
snippets by making use of the more traditional 
file system method. 

Find a list of useful snippets for tasks such as 
adding jQuery to a page and listing all colours at 
http://bgrins.github.io/devtools-snippets. 

14 Emulate a touch device
Building a site for smartphones within a 

browser can be difficult, especially if you have to 
provide touch-specific functionality like swiping.

In Chrome and Opera 15, you can pretend to 
be a device that supports touch and emulate 
touch events directly within the browser. In order 
to do this, open the Settings menu, select the 
Overrides tab and then Emulate touch events.

In Chrome, this option will also replace the 
cursor with a circle. You can then tell not only 
which mode you are in, but also how large the 
surface area for a touch click should be based on 
Apple recommendations.

DevTools Snippets Brian Grinstead is maintaining a list of useful snippets to aid debugging (http://netm.ag/snippets-246)
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15 Emulate a print stylesheet
While checking styles for print in the past, 

we would have to rely on Print Preview or Print 
to PDF. Recent versions of Chrome allow us to 
emulate the media type so we can see how print 
(or any of the other media types) looks directly 
in our browser. To do this, open the Chrome 
Developer Tools Settings menu and choose the 

Overrides tab. At the bottom of the list of options 
is Emulate CSS media. Select the checkbox and 
choose Print.

16 What have I changed?
If you’ve made a number of changes to 

your CSS or JavaScript within your developer 
tools, it can be difficult to keep track of what 
you’ve already changed. In the Sources tab of 
Chrome and Opera 15 developer tools you can 

find out what modifications have been made by 
opening the Sources side panel, right-clicking 
and selecting Local Modifications. A list of the 
changed files will be displayed, together with 
timestamps for when they were changed. 

By expanding any one of these changes you 
are given a before/after comparison. You can also 
reverse any changes you are no longer happy 

with. By right-clicking on the file, we can save 
the new CSS or JavaScript file.

Advanced
17 Export network data

If you’ve ever had a situation where a 
page works fine on your own machine, but on a 
machine in another location an image is missing 
or a piece of content does not load correctly, then 
being able to view that machine’s network traffic 

Emulation Chrome’s emulation tools include geolocation, touch, user agents and print

New tools IE11 offers a whole new suite of developer tools

can help us to debug the problem. In Chrome and 
Opera 15, we can export the network timeline 
by right-clicking within the Network tab and 
selecting Save as HAR from the context menu. 
HAR stands for HTTP Archive, a format for storing 
network traffic from our site. You can duplicate  
the effect in other browsers by running a network 
monitoring program such as Fiddler (http://
fiddler2.com) or Charles (www.charlesproxy.com) 
and exporting the HAR from there.

We can then attach this to a bug report and 
load this HAR file on another machine by using a 
HAR reader such as chromeHAR (http://ericduran.
github.io/chromeHAR).

18 Use Sass source maps
Preprocessors such as Sass (http://sass-lang.

com) are popular development aids, but the 
output they generate can be difficult to work with 
in the dev tools. For example, the line numbers in 
your style panel won’t correspond to the ones in 
your Sass file. Debugging gets much harder if you 
use minification to remove unnecessary characters 
(such as comments and newlines) and uglification 
to optimise and shrink variable names.

Using source maps we can map our generated 
CSS and JavaScript files back to the source, giving 
us more control when debugging in developer 
tools. Sass 3.3 and above come with full support 
for source maps. First, check that you have version 
Sass 3.3 or above running by entering:

 gem list sass 

If the version is younger than 3.3.0.alpha, you 
can run an install with:

 gem install sass --pre 

Depending on how you compile your Sass files, 
there are various ways to create .map files. Two of 
the most popular are with the Sass watch 
command and with Grunt.

If you’re using Sass watch, you need to add the 
--sourcemap parameter to your command:

 sass --watch scss/common.scss:css/   
 common.min.css --style  
 compressed --sourcemap 

 Pre-processors such as Sass are popular  
 development aids, but the output they  
 generate can be difficult to debug 

Network traffic See another user’s network traffic for your site with Chrome HAR
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If you’re using the Grunt grunt-contrib-sass 
module, specifying the option sourcemap: 

true will compile source maps during build.
In Chrome, you need to enable the 

Experiments tab. If you haven’t done so already, 
navigate to chrome://flags and choose Enable 
Developer Tools experiments. You’ll need to press 
the Relaunch Now button at the bottom of the 
page to apply your changes.

Now go to the Settings panel of the developer 
tools, click the General tab and activate Enable 
source maps. Click the Experiments tab and check 
Support For Sass.

After restarting your browser, you will now be 
able to view line numbers of the Sass files directly.

19 Use JavaScript source maps
Like Sass source maps, the JavaScript 

equivalent provides a map back to the original 
formatted source. We can create a JavaScript 
source map using various different tools such as 
Google’s Closure Compiler (https://developers.
google.com/closure/compiler) or Grunt’s Uglify 
(https://github.com/gruntjs/grunt-contrib-uglify) 
plug-in that builds .map files for you. RequireJS 
also has experimental support for source maps 
(http://requirejs.org/docs/optimization.
html#sourcemaps).

When using Closure Compiler, we need to run 
the following :

 java -jar compiler.jar --js common.js --create_  
  source_map ./common.js.map --source_map_  
  format=V3 --js_output_file common.min.js 

With Closure Compiler, we also need to add a 
sourceMappingURL with the name for a map file 
to the bottom of our JS minified file:

 //# sourceMappingURL=common.js.map 

The sourceMappingURL property is currently 
going through a syntax transition due to a 
problem found with compatibility in IE. So while 
the most up-to-date syntax is //#, some older 
browser versions may still expect //@. In Grunt, 
we specify our source map in the options for 

grunt-contrib-uglify as sourceMap: // path to map 
file. In Chrome Developer Tools go to the Settings 
menu and within the General tab activate Enable 
source maps. Now when you debug your 
JavaScript, you can use the un-minified version to 
see what’s really going on, while still providing 
your minified version to your end users.

20 Try Chrome’s Workspace
Chrome has recently introduced Workspace, 

a highly requested feature that allows you to 
make changes from the developer tools and 
automatically update your source files.

To enable Workspace, you’ll first need to go to 
chrome://flags and Enable Developer Tools 
experiments. After re-launching Chrome, go to 
the developer tools Settings menu and select the 
Experiments tab. Check the box File system 
folders in Sources Panel before closing and 
reopening Chrome again.

Back in the Settings menu select the 
Workspace tab. Select Add File System and add 
the directory where your files are loaded, giving 
Chrome permission to access the directory.

Now, go to the Sources menu and right-click 
on one of your CSS or JavaScript files. Select Map 
to Network Resource and from the file list that 
appears and choose the file that matches your 
selection. You can now make changes to your CSS 
and JavaScript from within the developer tools 
and your files will automatically update. 

Keeping updated
Finally, by using the latest browser developer 
versions, you can use current features and offer 
feedback on how to make these tools better. 
Following the links below to ensure you download 
the latest versions.

O�Chrome Canary: http://netm.ag/canary-246
O�Firebug Beta: http://netm.ag/bug-246
O�Firefox Aurora: http://netm.ag/aurora-246
O�IE Platform Preview: http://netm.ag/win-246
O�Opera Next: http://netm.ag/opera-246
O�Webkit Nightly: http://nightly.webkit.org

Happy debugging! O

There are many more secrets available on the 
website that accompanies this article, 
including ways to debug sites on your mobile 
device. Visit http://devtoolsecrets.com for 
more information.

The site is hosted on GitHub, so if you 
know a secret that isn’t listed, please submit a 
pull request.

Official documentation
From Chrome to Safari and IE, each browser 
provides some documentation for its 
developer tools:

O��Chrome: http://netm.ag/ctools-233
O��Firebug: http://getfirebug.com/wiki
O��Firefox: http://netm.ag/fftools-233
O��Internet Explorer: http://netm.ag/f12-246
O��Opera: http://netm.ag/dragon-246
O��Safari: http://netm.ag/safari-246

Keyboard shortcuts
A really useful resource to have to hand:
O��List of keyboard shortcuts:  

http://netm.ag/shortcuts-246

Older IE support
Unfortunately, older versions of IE do not ship 
with developer tools, but there are several 
other options:

O��IE Developer Toolbar:  
http://netm.ag/toolbar-246

O��Firebug Lite: http://netm.ag/firebug-246
O��Companion.JS: http://netm.ag/comp-246

Extensions
If you want even more functionality from your 
developer tools, both Chrome and Firebug 
support extensions. See the following for 
some popular ones:

Chrome
O��PageSpeed Insights:   

http://netm.ag/insights-246
O��CoffeeConsole:  

http://netm.ag/coffee-246
O��Tincr (live edit and save to source):  

http://netm.ag/tincr-246
O��AngularJS Batarang:  

http://netm.ag/angularjsbatarang-246
O��Backbone Developer Tools: https://github.

com/spect88/backbone-devtools
O��Ember Extension: https://github.com/

tildeio/ember-extension
O��Knockoutjs context debugger:  

http://netm.ag/contextdebugger-246
O��Grunt Devtools: http://netm.ag/grunt-246

Firebug
O��FireSass: https://addons.mozilla.org/en-US/

firefox/addon/103988/
O��Pixel Perfect: https://addons.mozilla.org/

en-US/firefox/addon/7943
O��YSlow: https://addons.mozilla.org/en-US/

firefox/addon/5369

Further reading

Grunt work Modules for Grunt such as grunt-contrib-sass and grunt-contrib-uglify can create source maps for you
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